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Regarding memory subsystems:

Virtualization Technologies

➤ CPU
Virtualization Technologies

- CPU
- Virtual Memory
Virtualization Technologies

- CPU
- Virtual Memory
- Storage Virtualization
Virtualization Technologies

- CPU
- Virtual Memory
- Storage Virtualization
- Virtual Machines (e.g., Java)
Virtualization Technologies

- CPU
- Virtual Memory
- Storage Virtualization
- Virtual Machines (e.g., Java)
- System Virtualization (e.g., VMware, VirtualBox, XEN)
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- Translate between equivalent facilities
  - Instruction Set Architecture? Library? System Calls?

- Change level of abstraction
  - Garbage Collection? Virtual functions?
  - Performance tools? Debugging tools?

- Multiplex/demultiplex resources
  - Hide their physical number or quantity
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► Rosetta
  ► Translates PowerPC binaries “on-the-fly” to x86
  ► Maps PPC system calls to x86 (different calling conventions)
  ► Calls some native x86 procedures from PPC code
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- **pin**
  - “annotate” Intel binary ([www.pintool.org](http://www.pintool.org))
  - run a binary and collect (user-specified data)

- **valgrind**
  - “sandbox” Intel (++) binaries
  - check memory references and dynamic allocation
  - and lots of other analyses
Types of Virtualization

- Multiplexing
- Abstraction
- Translation
- Virtual Memory
- Storage Virtualization
- Network Virtualization
- JVM
- WINE
- Pin
- Valgrind
- Rosetta
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- Provide full User-level API
  - Applications are built or integrated using API